**PRACTICAL NO.1**

**AIM:** Write program for Recursive Binary Search .Write worst and best case time complexity.

**THEORY:**

PROGRAM:

int binarySearch(int arr[], int l, int r, int x)

{

   if (r >= l)

   {

        int mid = l + (r - l)/2;

        // If the element is present at the middle itself

        if (arr[mid] == x)  return mid;

        // If element is smaller than mid, then it can only be present

        // in left subarray

        if (arr[mid] > x) return binarySearch(arr, l, mid-1, x);

        // Else the element can only be present in right subarray

        return binarySearch(arr, mid+1, r, x);

   }

   // We reach here when element is not present in array

   return -1;

}

int main(void)

{

   int arr[] = {2, 3, 4, 10, 40};

   int n = sizeof(arr)/ sizeof(arr[0]);

   int x = 10;

   int result = binarySearch(arr, 0, n-1, x);

   (result == -1)? printf("Element is not present in array")

                 : printf("Element is present at index %d", result);

   return 0;

}

**OUTPUT**:

**PRACTICAL NO.2**

**AIM:** Write program for Non-Recursive Binary Search. Explain best, average and worst case time complexity for same.

**THEORY:**

PROGRAM:

#include<stdio.h>

int main()

{

    int arr[50],i,n,x,flag=0,first,last,mid;

    printf("Enter size of array:");

    scanf("%d",&n);

    printf("\n Enter array element(ascending order)\n");

    for(i=0;i<n;++i)

        scanf("%d",&arr[i]);

    printf("\nEnter the element to search:");

    scanf("%d",&x);

    first=0;

    last=n-1;

    while(first<=last)

    {

        mid=(first+last)/2;

        if(x==arr[mid]){

            flag=1;

            break;

        }

        else

            if(x>arr[mid])

                first=mid+1;

            else

                last=mid-1;

    }

    if(flag==1)

        printf("\nElement found at position %d",mid+1);

    else

        printf("\nElement not found");

    return 0;

}

**OUTPUT**

**PRACTICAL NO.3**

**AIM:** Write a program for Quick Sort using Divide & Conquer approach take inputs as 9,7,8,10,12,56,38,4,2,88,11. Analyze the average and worst case time complexity and space complexity for same.

**THEORY:**

**Quick sort:**

**PROGRAM:**

#include <stdio.h>

void quick\_sort(int[],int,int);

int partition(int[],int,int);

 int main()

{

int a[50],n,i;

printf("How many elements?");

scanf("%d",&n);

printf("\nEnter array elements:");

for(i=0;i<n;i++)

scanf("%d",&a[i]);

quick\_sort(a,0,n-1);

printf("\nArray after sorting:");

for(i=0;i<n;i++)

printf("%d ",a[i]);

return 0;

}

void quick\_sort(int a[],int l,int u)

{

int j;

if(l<u)

{

j=partition(a,l,u);

quick\_sort(a,l,j-1);

quick\_sort(a,j+1,u);

}

}

int partition(int a[],int l,int u)

{

int v,i,j,temp;

v=a[l];

i=l;

j=u+1;

do

{

do

i++;

while(a[i]<v&&i<=u);

do

j--;

while(v<a[j]);

if(i<j)

{

temp=a[i];

a[i]=a[j];

a[j]=temp;

}

}while(i<j);

a[l]=a[j];

a[j]=v;

return(j);

}

**OUTPUT**

**PRACTICAL 4**

**AIM:** Write a program for Merge Sort using Divide & Conquer approach take inputs as 12, 9,7,8,5,3,2,1. Analyze the worst case time complexity and space complexity for same.

THEORY:

**PROGRAM:**

#include<stdio.h>

void mergesort(int a[],int i,int j);

void merge(int a[],int i1,int j1,int i2,int j2);

int main()

{

int a[30],n,i;

printf("Enter no of elements:");

scanf("%d",&n);

printf("Enter array elements:");

for(i=0;i<n;i++)

scanf("%d",&a[i]);

mergesort(a,0,n-1);

printf("\nSorted array is :");

for(i=0;i<n;i++)

printf("%d ",a[i]);

return 0;

}

void mergesort(int a[],int i,int j)

{

int mid;

if(i<j)

{

mid=(i+j)/2;

mergesort(a,i,mid); //left recursion

mergesort(a,mid+1,j); //right recursion

merge(a,i,mid,mid+1,j); //merging of two sorted sub-arrays

}

}

void merge(int a[],int i1,int j1,int i2,int j2)

{

int temp[50]; //array used for merging

int i,j,k;

i=i1; //beginning of the first list

j=i2; //beginning of the second list

k=0;

while(i<=j1 && j<=j2) //while elements in both lists

{

if(a[i]<a[j])

temp[k++]=a[i++];

else

temp[k++]=a[j++];

}

while(i<=j1) //copy remaining elements of the first list

temp[k++]=a[i++];

while(j<=j2) //copy remaining elements of the second list

temp[k++]=a[j++];

//Transfer elements from temp[] back to a[]

for(i=i1,j=0;i<=j2;i++,j++)

a[i]=temp[j];

}

**OUTPUT**

**PRACTICAL 5**

**AIM:** Write a program for finding minimum spanning tree using prim’s algorithm and calculate the time complexity for same.

![Image result for prims algo example](data:image/gif;base64,R0lGODlhWAFeAYAAAAAAAP///yH5BAEAAAEALAAAAABYAV4BQAL+jI+py+0Po5y0QoCztrz7D4biSJbmuQBourbuC8fyLKl0Y9/6zvc+mQNhRsGf8YhMzopHpvIJjUprzan1ip06nadhwpsNi8dEGNd0rqTJ7PYHvFvH5Ay6+062x616vP8Fx9GXNKhU+IcomFF3yJf41fgoaRDZVul2OWmYmZgWqAkJaiiKRtql+Sn4ZTrHGsK5egNrMesaa3vhU0s5iiuyywYsVNZVKQx6LHacGgGbrOr7Gl1HpLFBIfz8oC3KnafjneI8yNxS/hQ+9nl+sZa+jZ4Z9A59taiYRY9zxx6m//sPEJKA4Ag66HeQE0JWBhE0jLIQ255pw6pQBHLmocP+i7Rc3IPHUSCaax1DNktI6ZnGbuhMUtnGbSUyXj1k5hvo8s2bXWAi5jyw0mY8hkJ/BOWj8mezZT494oQ4r1BRU01TPjUydUJVpbqyHnXENdrWiliNhj1bQ95HpyvsjEULd5+Zk7ri2i2hcV7Lu3zVQFGh8K2CrH2DCbGmkKbFwoxfmpW7pLFksmyr0Vk7GSVQwlStZbY07rPoTjVHm7Z3WDDQ06wXv3LWOnZdQrJrPwZnO3crv69L6v4NMrKsS5iB41KNd69xTKo5b/TnPDccdsjLIopeG7tOosvbhvSk3UN4ZOOFMzJZXkp665M9Qypu1Nv6XmHfacvb/ufXX0D+HDaaP9F3f/GX3Gq+9QUgMf0FMNYs+zGWYIGzVSaSVZJFaI5KRQSFGEltyVedd1p4ZNODWmAIGRbuhBjgbZ2UxxmLKl51kYyOicgIiiiYaNdWD+m424c3xgafeP7V02MpBtIlHYVaIahVMkBCRONdPI4mRzpTmuciXyCuhRg+VlaJ3pYdmPmka5tsRmBrgnlho5Fq+hHnaeNdeWJ3ceA3Z5d6qlMhDUXiEGKdf0J3ZG9nypLooVwRtAVtjuYkFGDiLTOpgAD1d4heC2bKkTFRUcagn6CiV1qUO6I5nJ6hnbqEDYbCSmuUUrFaa6gZ5sprmoL2CuxzEwYLq0y4Ejv+46ZtInvoq9Iw66izpEK7XFHHUjsgmdi6auq23Jb6q2LeGpcljimOi6VabiFno3voXheOfTsN+q4/PEB6WL32stetf/Tq22e/XQGsjHPYXeslcXcaRrCYDOqRYISz5jpdRo9siXB9LJGSsVgZdwyuvhOrF9wkI2NJqWaugEylxoTW2B3LB753MlJuNiazoiYv9G/NMxX2prHmmpbzkDsyGu5nRZ8rw30Cx7X0YPwqOLWXKUv6rGXG4OyStcvi9R/XqCq3HdhlQzl2MYtm/Zq7vAF9dZs+Slj1mHFjNPPXLUL46LBHI600WvKKS6I5Ku/579N3Uy1sQeSw+6XPcp7+mPilELsdpq+Kz6HhiOp5mG/LdQ/0ccGqAhpwnpIQ5nYo12kbDIDaSX4v7PBGl0Pmm1W+E8ypc/yjrNWoETULv3sc6Fxsoj26Uuz6bfXxcPGMtd14P+wWkRuO1CDzahtNpOFrJ1l4Lrp1nvdZFjd6yvlg82689SX/7X715J+LKbnNC247ylLjdqH+8U0iuxINnuSnN2yAR2z7cx7GoCbAGuWMdiSTHlZmRUFEBWlzG1zT0HBWC8AcEHBDWR6SpEMO9kGvdpRLIa0ikkFqWFBFxcsH7iIIlYbdAocd/JwOiZeqBgbxh8PrIQuFSMSR0K8mHWqdkpJIH0JdLhsO6lT+DTMlJeZAkWFckuHetoi6IS5phWD03GIqVUZ7oFFU8GNSGrNVQkW0cSlNrKMd74jHPOpxj3zsox//CMhAChJOOitiIaf1RtL1zoRrQ2MizSim5uxQjI+sICUbl7RK7quL8/tgZmJoiywe8kxX1NocleYT0FWyYprElir9VcpWkvF0sowZMGJZy/Y5KZf+axove0nCX8LtksKcHhKLmTYOIpMisGHbMvVjyLM9c3GXYtw0NTXK8V0Tm9k84TZ91830fVMsADnl/8apK7KhcxqOXGc6eejOjR0znhybJz3rScx7klMf5tQnvDDpJFxOMyNJYZo/L7Yusy3loBcj5X/+IiHQNPIkj08sJyivKZ+mqYWhnhQfJxXYT466LpMkpcVFa4kvJlZTpAScZUnjFzKWutGlrZLpp+D5UZvSMorq1GknefqXiNrpJkRd5vM2iVSUEoeL6hAqeZx4uDBaopWsNB8/XpfIqnqRTgh9I5zWRxqT/RJNuHJqV+WJ1i0irGNmlSpDkAcwmRWtrT09To6ORdeBcXMwa83rS5kZVaq80GXnYeekhLpACVbrfuLoGgqj5z1gIhCy7fErQIeZklc2FY8tDSAI+xBSzjkUpp9EkLT0OryThnV6TMmnsohmTCN6VLYD7FswO7pLBkLzi3QDYH52S1NtHlG3e3WtN4f+i9niBldz9qQmYO0nzeYmE5zQPS4pLWTd2CpXmQdhXPdq+87qijOcP4Xgdq0JvvFG922UpS5GwuZM8s50soYtxXcROTnCpVe74VXUffFrXMKel71zQ2+ABdzfaDIXwLdtb4LlS9oENtjBD/6rhH1ZWtv6FrfJI65zReI04Vj2nAiebUY7/LALhlZ55tXlZWer4MJOWHTqk9VpXwyIpV6XcyumrWKlCNL5Oi4h7YqXastLCM2Gbl5bm2EBy0fjoK4KjtzNMYelKyglpyVGOI0Vk29ow8cpo8sFeasGYTJVJ1/wZzROLB5GqDqsgmZ1ZI4jJjab1gOf2a05XFmdaTj+5rvyU65/bipSUlnkqMF5Z6PY6I4/vGG48tbAfOWfmruhJSMeGTWX5s6VT7HppOqZmQ4aNXCr/GPhRpq+k4aaC1Fd4VVDqFyFJmcxYMiaVJQoucuinmy+ej1z+rWgQr6ZkNTrvFXxbsTIXml2k03khxY71xnqFIXHWJXs1e/Y7OUvmmHSRmZ3mzLwZXWlYfzrdjL2ZbkNn3jVZ9WY9tY2QosszXps0Ox0OtYzvllDmL1oVOKYxbw2tWnzjW57I9eA2kZxwRd+IWt/SNwDt7CVAvPailsay9+hIgx5ZtmAnzpWLAp1lA3+XFQgttaCPU4sRe6L4pm81f22tQPdi/L+mn66a/eBucObICWKt3bfS9wEVB3GcAKF2udZViEQ6V3upbP8ySk26be2rLucF92DTZl5zMVMdBevtlZej/dyRd2rsm/17GAZl9rHyHYqx9VrYdc6tEzO9LgTTLV5lzVVIU7z+GB0cByHMjpP1ndu6xODU4cwPdvV+Ef71OnR7snRqy1vf2198ufuvNW/52xVc74dRY7vhdc++gVXdKdT7m7qn71613OS4r8OfOZ3Q/va5/Pfr88vxPnU+866qN7B3++GiV98JLNQ3cmPcFnYKKPcB07Koqd086uIcTnGSfoZXnLGR3vT5k/y8wp1vPGTrzBGNvL04xa/xg8nydtikx7y7kd4OyivOeTXn8Tad2biUw9879du+zd+FpdSBDhtAwh3GIaAqrdzC5hwlcV9qBd752d6lUUuE8V+zQY0E/h0vvdecpQdueOBILUOWlZtdpSB+NeA9TEqLWhabzcaBQAAOw==)

**THEORY:**

**PROGRAM:**

#include<stdio.h>

#include<stdlib.h>

#define infinity 9999

#define MAX 20

int G[MAX][MAX],spanning[MAX][MAX],n;

int prims();

int main()

{

int i,j,total\_cost;

printf("Enter no. of vertices:");

scanf("%d",&n);

printf("\nEnter the adjacency matrix:\n");

for(i=0;i<n;i++)

for(j=0;j<n;j++)

scanf("%d",&G[i][j]);

total\_cost=prims();

printf("\nspanning tree matrix:\n");

for(i=0;i<n;i++)

{

printf("\n");

for(j=0;j<n;j++)

printf("%d\t",spanning[i][j]);

}

printf("\n\nTotal cost of spanning tree=%d",total\_cost);

return 0;

}

int prims()

{

int cost[MAX][MAX];

int u,v,min\_distance,distance[MAX],from[MAX];

int visited[MAX],no\_of\_edges,i,min\_cost,j;

//create cost[][] matrix,spanning[][]

for(i=0;i<n;i++)

for(j=0;j<n;j++)

{

if(G[i][j]==0)

cost[i][j]=infinity;

else

cost[i][j]=G[i][j];

spanning[i][j]=0;

}

//initialise visited[],distance[] and from[]

distance[0]=0;

visited[0]=1;

for(i=1;i<n;i++)

{

distance[i]=cost[0][i];

from[i]=0;

visited[i]=0;

}

min\_cost=0; //cost of spanning tree

no\_of\_edges=n-1; //no. of edges to be added

while(no\_of\_edges>0)

{

//find the vertex at minimum distance from the tree

min\_distance=infinity;

for(i=1;i<n;i++)

if(visited[i]==0&&distance[i]<min\_distance)

{

v=i;

min\_distance=distance[i];

}

u=from[v];

//insert the edge in spanning tree

spanning[u][v]=distance[v];

spanning[v][u]=distance[v];

no\_of\_edges--;

visited[v]=1;

//updated the distance[] array

for(i=1;i<n;i++)

if(visited[i]==0&&cost[i][v]<distance[i])

{

distance[i]=cost[i][v];

from[i]=v;

}

min\_cost=min\_cost+cost[u][v];

}

return(min\_cost);

}

**OUTPUT**

**PRACTICAL 6**

**AIM:** Write a program for finding minimum spanning tree using Kruskal’s Algorithm and calculate the time complexity for same.

**PROGRAM:**

#include<stdio.h>

#define MAX 30

typedef struct edge

{

int u,v,w;

}edge;

typedef struct edgelist

{

edge data[MAX];

int n;

}edgelist;

edgelist elist;

int G[MAX][MAX],n;

edgelist spanlist;

void kruskal();

int find(int belongs[],int vertexno);

void union1(int belongs[],int c1,int c2);

void sort();

void print();

void main()

{

int i,j,total\_cost;

printf("\nEnter number of vertices:");

scanf("%d",&n);

printf("\nEnter the adjacency matrix:\n");

for(i=0;i<n;i++)

for(j=0;j<n;j++)

scanf("%d",&G[i][j]);

kruskal();

print();

}

void kruskal()

{

int belongs[MAX],i,j,cno1,cno2;

elist.n=0;

for(i=1;i<n;i++)

for(j=0;j<i;j++)

{

if(G[i][j]!=0)

{

elist.data[elist.n].u=i;

elist.data[elist.n].v=j;

elist.data[elist.n].w=G[i][j];

elist.n++;

}

}

sort();

for(i=0;i<n;i++)

belongs[i]=i;

spanlist.n=0;

for(i=0;i<elist.n;i++)

{

cno1=find(belongs,elist.data[i].u);

cno2=find(belongs,elist.data[i].v);

if(cno1!=cno2)

{

spanlist.data[spanlist.n]=elist.data[i];

spanlist.n=spanlist.n+1;

union1(belongs,cno1,cno2);

}

}

}

int find(int belongs[],int vertexno)

{

return(belongs[vertexno]);

}

void union1(int belongs[],int c1,int c2)

{

int i;

for(i=0;i<n;i++)

if(belongs[i]==c2)

belongs[i]=c1;

}

void sort()

{

int i,j;

edge temp;

for(i=1;i<elist.n;i++)

for(j=0;j<elist.n-1;j++)

if(elist.data[j].w>elist.data[j+1].w)

{

temp=elist.data[j];

elist.data[j]=elist.data[j+1];

elist.data[j+1]=temp;

}

}

void print()

{

int i,cost=0;

for(i=0;i<spanlist.n;i++)

{

printf("\n%d\t%d\t%d",spanlist.data[i].u,spanlist.data[i].v,spanlist.data[i].w);

cost=cost+spanlist.data[i].w;

}

printf("\n\nCost of the spanning tree=%d",cost);

}

**OUTPUT**

PRACTICAL 7

**AIM:** Write a program for finding all pair shortest path for multi-stage graph and write time complexity for same algorithm.

**THEORY:**

**PROGRAM:**

#include<stdio.h>

// Number of vertices in the graph

#define V 4

/\* Define Infinite as a large enough value. This value will be used

  for vertices not connected to each other \*/

#define INF 99999

// A function to print the solution matrix

void printSolution(int dist[][V]);

// Solves the all-pairs shortest path problem using Floyd Warshall algorithm

void floydWarshall (int graph[][V])

{

    /\* dist[][] will be the output matrix that will finally have the shortest

      distances between every pair of vertices \*/

    int dist[V][V], i, j, k;

    /\* Initialize the solution matrix same as input graph matrix. Or

       we can say the initial values of shortest distances are based

       on shortest paths considering no intermediate vertex. \*/

    for (i = 0; i < V; i++)

        for (j = 0; j < V; j++)

            dist[i][j] = graph[i][j];

    /\* Add all vertices one by one to the set of intermediate vertices.

      ---> Before start of an iteration, we have shortest distances between all

      pairs of vertices such that the shortest distances consider only the

      vertices in set {0, 1, 2, .. k-1} as intermediate vertices.

      ----> After the end of an iteration, vertex no. k is added to the set of

      intermediate vertices and the set becomes {0, 1, 2, .. k} \*/

    for (k = 0; k < V; k++)

    {

        // Pick all vertices as source one by one

        for (i = 0; i < V; i++)

        {

            // Pick all vertices as destination for the

            // above picked source

            for (j = 0; j < V; j++)

            {

                // If vertex k is on the shortest path from

                // i to j, then update the value of dist[i][j]

                if (dist[i][k] + dist[k][j] < dist[i][j])

                    dist[i][j] = dist[i][k] + dist[k][j];

            }

        }

    }

    // Print the shortest distance matrix

    printSolution(dist);

}

/\* A utility function to print solution \*/

void printSolution(int dist[][V])

{

    printf ("The following matrix shows the shortest distances"

            " between every pair of vertices \n");

    for (int i = 0; i < V; i++)

    {

        for (int j = 0; j < V; j++)

        {

            if (dist[i][j] == INF)

                printf("%7s", "INF");

            else

                printf ("%7d", dist[i][j]);

        }

        printf("\n");

    }

}

// driver program to test above function

int main()

{

    /\* Let us create the following weighted graph

            10

       (0)------->(3)

        |         /|\

      5 |          |

        |          | 1

       \|/         |

       (1)------->(2)

            3           \*/

    int graph[V][V] = { {0,   5,  INF, 10},

                        {INF, 0,   3, INF},

                        {INF, INF, 0,   1},

                        {INF, INF, INF, 0}

                      };

    // Print the solution

    floydWarshall(graph);

    return 0;

}

**OUTPUT**

**PRACTICAL 8**

**AIM:** Write a program for finding single pair shortest path for multi-stage graph.

**THEORY:**

**PROGRAM:**

#include<stdio.h>

#include<conio.h>

#define INFINITY 9999

#define MAX 10

void dijkstra(int G[MAX][MAX],int n,int startnode);

int main()

{

int G[MAX][MAX],i,j,n,u;

printf("Enter no. of vertices:");

scanf("%d",&n);

printf("\nEnter the adjacency matrix:\n");

for(i=0;i<n;i++)

for(j=0;j<n;j++)

scanf("%d",&G[i][j]);

printf("\nEnter the starting node:");

scanf("%d",&u);

dijkstra(G,n,u);

return 0;

}

void dijkstra(int G[MAX][MAX],int n,int startnode)

{

int cost[MAX][MAX],distance[MAX],pred[MAX];

int visited[MAX],count,mindistance,nextnode,i,j;

//pred[] stores the predecessor of each node

//count gives the number of nodes seen so far

//create the cost matrix

for(i=0;i<n;i++)

for(j=0;j<n;j++)

if(G[i][j]==0)

cost[i][j]=INFINITY;

else

cost[i][j]=G[i][j];

//initialize pred[],distance[] and visited[]

for(i=0;i<n;i++)

{

distance[i]=cost[startnode][i];

pred[i]=startnode;

visited[i]=0;

}

distance[startnode]=0;

visited[startnode]=1;

count=1;

while(count<n-1)

{

mindistance=INFINITY;

//nextnode gives the node at minimum distance

for(i=0;i<n;i++)

if(distance[i]<mindistance&&!visited[i])

{

mindistance=distance[i];

nextnode=i;

}

//check if a better path exists through nextnode

visited[nextnode]=1;

for(i=0;i<n;i++)

if(!visited[i])

if(mindistance+cost[nextnode][i]<distance[i])

{

distance[i]=mindistance+cost[nextnode][i];

pred[i]=nextnode;

}

count++;

}

//print the path and distance of each node

for(i=0;i<n;i++)

if(i!=startnode)

{

printf("\nDistance of node%d=%d",i,distance[i]);

printf("\nPath=%d",i);

j=i;

do

{

j=pred[j];

printf("<-%d",j);

}while(j!=startnode);

}

}

**OUTPUT**

**PRACTICAL 9**

**AIM:** Write a program for knapsack algorithm for maximizing profit where n=4, maximum weight capacity=10 and analyze the time complexity.

**THEORY:**

**PROGRAM:**

#include<stdio.h>

int max(int a, int b) { return (a > b)? a : b; }

int knapSack(int W, int wt[], int val[], int n)

{

   int i, w;

   int K[n+1][W+1];

   for (i = 0; i <= n; i++)

   {

       for (w = 0; w <= W; w++)

       {

           if (i==0 || w==0)

               K[i][w] = 0;

           else if (wt[i-1] <= w)

                 K[i][w] = max(val[i-1] + K[i-1][w-wt[i-1]],  K[i-1][w]);

           else

                 K[i][w] = K[i-1][w];

       }

   }

return K[n][W];

}

int main()

{

    int i, n, val[20], wt[20], W;

    printf("Enter number of items:");

    scanf("%d", &n);

    printf("Enter value and weight of items:\n");

    for(i = 0;i < n; ++i){

     scanf("%d%d", &val[i], &wt[i]);

    }

    printf("Enter size of knapsack:");

    scanf("%d", &W);

    printf("%d", knapSack(W, wt, val, n));

    return 0;

}

**OUTPUT**

**PRACTICAL 10**

**AIM:** Write a program for solving 8-Queens problem**.**

**THEORY:**

**PROGRAM:**

#include<stdio.h>

#include<math.h>

int board[20],count;

int main()

{

int n,i,j;

void queen(int row,int n);

printf(" - N Queens Problem Using Backtracking -");

printf("\n\nEnter number of Queens:");

scanf("%d",&n);

queen(1,n);

return 0;

}

//function for printing the solution

void print(int n)

{

int i,j;

printf("\n\nSolution %d:\n\n",++count);

for(i=1;i<=n;++i)

  printf("\t%d",i);

for(i=1;i<=n;++i)

{

  printf("\n\n%d",i);

  for(j=1;j<=n;++j) //for nxn board

  {

   if(board[i]==j)

    printf("\tQ"); //queen at i,j position

   else

    printf("\t-"); //empty slot

  }

}

}

/\*funtion to check conflicts

If no conflict for desired postion returns 1 otherwise returns 0\*/

int place(int row,int column)

{

int i;

for(i=1;i<=row-1;++i)

{

  //checking column and digonal conflicts

  if(board[i]==column)

   return 0;

  else

   if(abs(board[i]-column)==abs(i-row))

    return 0;

}

return 1; //no conflicts

}

//function to check for proper positioning of queen

void queen(int row,int n)

{

int column;

for(column=1;column<=n;++column)

{

  if(place(row,column))

  {

   board[row]=column; //no conflicts so place queen

   if(row==n) //dead end

    print(n); //printing the board configuration

   else //try queen with next position

    queen(row+1,n);

  }

}

}

**OUTPUT**

**PRACTICAL 11**

**AIM:** Write a program for getting an optimal binary search tree.

**Input: keys[] = {10, 12,19,17}, freq[] = {7, 5,13,5}**

**THEORY:**

**PROGRAM:**

#include<stdio.h>  
#include<conio.h>  
#define MAX 10  
  
void main()  
{  
  
 char ele[MAX][MAX];  
 int w[MAX][MAX], c[MAX][MAX], r[MAX][MAX], p[MAX], q[MAX];  
 int temp=0, root, min, min1, n;  
 int i,j,k,b;   
 clrscr();  
 printf("Enter the number of elements:");  
 scanf("%d",&n);  
 printf("\n");  
 for(i=1; i <= n; i++)  
 {  
 printf("Enter the Element of %d:",i);  
 scanf("%d",&p[i]);  
 }  
  
        printf("\n");  
 for(i=0; i <= n; i++)  
 {  
 printf("Enter the Probability of %d:",i);  
 scanf("%d",&q[i]);  
 }  
 printf("W\t\tC\t\tR\n");   
 for(i=0; i <= n; i++)  
 {  
 for(j=0; j <= n; j++)  
 {  
 if(i == j)  
 {  
 w[i][j] = q[i];  
 c[i][j] = 0;  
 r[i][j] = 0;  
 printf("W[%d][%d]: %d\tC[%d][%d]: %d\tR[%d][%d]: %d\n",i,j,w[i][j],i,j,c[i][j],i,j,r[i][j]);  
 }  
 }  
  
}  
 printf("\n");  
 for(b=0; b < n; b++)  
 {  
 for(i=0,j=b+1; j < n+1 && i < n+1; j++,i++)  
 {  
  
  
 if(i!=j && i < j)  
 {  
 w[i][j] = p[j] + q[j] + w[i][j-1];  
 min = 30000;  
 for(k = i+1; k <= j; k++)  
 {  
 min1 = c[i][k-1] + c[k][j] + w[i][j];  
 if(min > min1)  
 {  
 min = min1;  
 temp = k;  
 }  
 }  
 c[i][j] = min;  
 r[i][j] = temp;  
 }  
 printf("W[%d][%d]: %d\tC[%d][%d]: %d\tR[%d][%d]: %d\n",i,j,w[i][j],i,j,c[i][j],i,j,r[i][j]);  
  
                }  
 printf("\n");  
 }  
  
  
 printf("Minimum cost = %d\n",c[0][n]);  
 root = r[0][n];  
  
 printf("Root  = %d \n",root);  
 getch();  
}

**OUTPUT**

**PROGRAM 12**

**AIM:** Write a program of Graph Coloring for given data sets.

**THEORY:**

**PROGRAM:**

#include<stdio.h>  
#include<conio.h>  
static int m, n;  
static int c=0;  
static int count=0;  
int g[50][50];  
int x[50];  
void nextValue(int k);  
void GraphColoring(int k);  
void main()  
{  
 int i, j;  
 int temp;  
 clrscr();  
 printf("\nEnter the number of nodes: " );  
 scanf("%d", &n);

/\* printf("\nIf edge exists then enter 1 else enter 0 \n");  
for(i=1; i<=n; i++)  
 {  
  x[i]=0;  
  for(j=1; j<=n; j++)  
  {  
   if(i==j)  
    g[i][j]=0;  
   else

   {

    printf("%d -> %d: " , i, j);

    scanf("%d", &temp);

    g[i][j]=g[j][i]=temp;  
}  
  }  
 }

\*/  
 printf("\nEnter Adjacency Matrix:\n");  
 for(i=1;i<=n;i++)  
 {  
  for(j=1;j<=n;j++)  
  {  
   scanf("%d", &g[i][j]);  
  }

 }  
printf("\nPossible Solutions are\n");  
 for(m=1;m<=n;m++)  
 {  
  if(c==1)  
  {  
   break;  
  }  
  GraphColoring(1);

 }

 printf("\nThe chromatic number is %d", m-1);  
 //in for loop, m gets incremented first and then the condition is checked  
 //so it is m minus 1  
 printf("\nThe total number of solutions is %d", count);

 getch();  
}

void GraphColoring(int k)  
{  
 int i;  
 while(1)  
 {  
  nextValue(k);  
  if(x[k]==0)  
  {  
   return;  
  }

 if(k==n)  
 {  
  c=1;  
  for(i=1;i<=n;i++)  
  {  
   printf("%d ", x[i]);  
  }  
  count++;  
  printf("\n");  
 }  
 else  
  GraphColoring(k+1);  
 }  
}

void nextValue(int k)

{  
int j;  
 while(1)  
 {  
  x[k]=(x[k]+1)%(m+1);  
  if(x[k]==0)  
  {  
   return;  
  }  
  for(j=1;j<=n;j++)  
  {  
   if(g[k][j]==1&&x[k]==x[j])  
  break;

  }

  if(j==(n+1))  
  {  
   return;  
  }  
 }

}

**OUTPUT**

**PRACTICAL 13**

**AIM:** Write a program for getting Hamilton cycle for the given graph

**THEORY:**

**PROGRAM:**

#include<stdio.h>

// Number of vertices in the graph

#define V 5

void printSolution(int path[]);

/\* A utility function to check if the vertex v can be added at

   index 'pos' in the Hamiltonian Cycle constructed so far (stored

   in 'path[]') \*/

bool isSafe(int v, bool graph[V][V], int path[], int pos)

{

    /\* Check if this vertex is an adjacent vertex of the previously

       added vertex. \*/

    if (graph [ path[pos-1] ][ v ] == 0)

        return false;

    /\* Check if the vertex has already been included.

      This step can be optimized by creating an array of size V \*/

    for (int i = 0; i < pos; i++)

        if (path[i] == v)

            return false;

    return true;

}

/\* A recursive utility function to solve hamiltonian cycle problem \*/

bool hamCycleUtil(bool graph[V][V], int path[], int pos)

{

    /\* base case: If all vertices are included in Hamiltonian Cycle \*/

    if (pos == V)

    {

        // And if there is an edge from the last included vertex to the

        // first vertex

        if ( graph[ path[pos-1] ][ path[0] ] == 1 )

           return true;

        else

          return false;

    }

    // Try different vertices as a next candidate in Hamiltonian Cycle.

    // We don't try for 0 as we included 0 as starting point in hamCycle()

    for (int v = 1; v < V; v++)

    {

        /\* Check if this vertex can be added to Hamiltonian Cycle \*/

        if (isSafe(v, graph, path, pos))

        {

            path[pos] = v;

            /\* recur to construct rest of the path \*/

            if (hamCycleUtil (graph, path, pos+1) == true)

                return true;

            /\* If adding vertex v doesn't lead to a solution,

               then remove it \*/

            path[pos] = -1;

        }

    }

    /\* If no vertex can be added to Hamiltonian Cycle constructed so far,

       then return false \*/

    return false;

}

/\* This function solves the Hamiltonian Cycle problem using Backtracking.

  It mainly uses hamCycleUtil() to solve the problem. It returns false

  if there is no Hamiltonian Cycle possible, otherwise return true and

  prints the path. Please note that there may be more than one solutions,

  this function prints one of the feasible solutions. \*/

bool hamCycle(bool graph[V][V])

{

    int \*path = new int[V];

    for (int i = 0; i < V; i++)

        path[i] = -1;

    /\* Let us put vertex 0 as the first vertex in the path. If there is

       a Hamiltonian Cycle, then the path can be started from any point

       of the cycle as the graph is undirected \*/

    path[0] = 0;

    if ( hamCycleUtil(graph, path, 1) == false )

    {

        printf("\nSolution does not exist");

        return false;

    }

    printSolution(path);

    return true;

}

/\* A utility function to print solution \*/

void printSolution(int path[])

{

    printf ("Solution Exists:"

            " Following is one Hamiltonian Cycle \n");

    for (int i = 0; i < V; i++)

        printf(" %d ", path[i]);

    // Let us print the first vertex again to show the complete cycle

    printf(" %d ", path[0]);

    printf("\n");

}

// driver program to test above function

int main()

{

   /\* Let us create the following graph

      (0)--(1)--(2)

       |   / \   |

       |  /   \  |

       | /     \ |

      (3)-------(4)    \*/

   bool graph1[V][V] = {{0, 1, 0, 1, 0},

                      {1, 0, 1, 1, 1},

                      {0, 1, 0, 0, 1},

                      {1, 1, 0, 0, 1},

                      {0, 1, 1, 1, 0},

                     };

    // Print the solution

    hamCycle(graph1);

   /\* Let us create the following graph

      (0)--(1)--(2)

       |   / \   |

       |  /   \  |

       | /     \ |

      (3)       (4)    \*/

    bool graph2[V][V] = {{0, 1, 0, 1, 0},

                      {1, 0, 1, 1, 1},

                      {0, 1, 0, 0, 1},

                      {1, 1, 0, 0, 0},

                      {0, 1, 1, 0, 0},

                     };

    // Print the solution

    hamCycle(graph2);

    return 0;

}

**OUTPUT**

**PRACTICAL 14**

**AIM:** Write a program for finding minimum cost and path for travelling n no of cities using travelling sales person problem.

**THEORY**

**PROGRAM:**

#include<stdio.h>

int ary[10][10],completed[10],n,cost=0;

void takeInput()

{

int i,j;

printf("Enter the number of villages: ");

scanf("%d",&n);

printf("\nEnter the Cost Matrix\n");

for(i=0;i < n;i++)

{

printf("\nEnter Elements of Row: %d\n",i+1);

for( j=0;j < n;j++)

scanf("%d",&ary[i][j]);

completed[i]=0;

}

printf("\n\nThe cost list is:");

for( i=0;i < n;i++)

{

printf("\n");

for(j=0;j < n;j++)

printf("\t%d",ary[i][j]);

}

}

void mincost(int city)

{

int i,ncity;

completed[city]=1;

printf("%d--->",city+1);

ncity=least(city);

if(ncity==999)

{

ncity=0;

printf("%d",ncity+1);

cost+=ary[city][ncity];

return;

}

mincost(ncity);

}

int least(int c)

{

int i,nc=999;

int min=999,kmin;

for(i=0;i < n;i++)

{

if((ary[c][i]!=0)&&(completed[i]==0))

if(ary[c][i]+ary[i][c] < min)

{

min=ary[i][0]+ary[c][i];

kmin=ary[c][i];

nc=i;

}

}

if(min!=999)

cost+=kmin;

return nc;

}

int main()

{

takeInput();

printf("\n\nThe Path is:\n");

mincost(0); //passing 0 because starting vertex

printf("\n\nMinimum cost is %d\n ",cost);

return 0;

}

**OUTPUT**